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Abstract

Recently, Web services have generated great interests in both vendors and researchers. Web services, based on existing Internet protocols and open standards, can provide a flexible solution to the problem of application integration. With the help of WSDL, SOAP, and UDDI, Web services are becoming popular in Web applications. However, the current Web services architectures are confronted with a few stubborn problems, for instance, security. In this paper, we shall give an overview of these problems. We believe that solving these problems will become crucial to success of Web services. In the end, we predict distinct advances in semantic Grid services.
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1. Introduction

In the past few years, ad hoc approaches have been used in business-to-business applications to take advantage of the basic Internet infrastructure. Recently, Web services are emerging as a systematic and extensible framework for application-to-application interaction, built on top of existing Web protocols and open XML standards.

Web services are a new breed of Web applications. They are self-contained, self-describing, modular applications that can be published, located, and invoked across the Web. Web services perform functions that can be anything from simple requests for information to creating and executing complicated business processes. Once a Web service is deployed, it can be discovered and invoked by other applications (or other Web services).

The key advantage of using Web services is the ability to create applications on the fly through the use of loosely coupled, reusable software components. This has fundamental implications in both technologies and business applications. Software can be delivered and paid for as fluid streams of services as opposed to packaged products. It is possible to achieve automatic and dynamic interoperability between systems to accomplish business tasks. Business services can be completely decentralized and distributed over the Internet and accessed by a wide variety of communications devices. Businesses can be released from
the burden of complex, low, and expensive software integration and focus instead on the value of their offerings and mission critical tasks. Then, the Internet will become a global common platform where organizations and individuals communicate with each other to carry out various commercial activities and to provide value-added services. The barriers to providing new offerings and entering new markets will be lowered to enable access for small and medium-sized enterprises. The dynamic enterprises and dynamic value chains become achievable and may be even mandatory for competitive advantages [24].

The Web services framework is divided into three areas—communication protocols, service descriptions, and service discovery—and specifications are being developed for each. In this article, we look at the following specifications that are currently most salient and stable in each area:

1. The simple object access protocol (SOAP) that enables communications among Web services;
2. The Web Services Description Language (WSDL) that provides a formal, computer-readable description of Web services; and
3. The universal description, discovery and integration (UDDI) directory that is a registry of Web services descriptions.

SOAP is fundamentally a stateless, one-way message exchange paradigm that enables applications to create more complex interaction patterns (e.g., request/response, request/multiple responses, etc.) by combining one-way exchanges with features provided by an underlying protocol and/or application-specific information. Although SOAP provides a solid framework for information exchange, it lacks semantics on the application-specific data it conveys, such as the routing of SOAP messages, reliable data transfer, firewall traversal, etc. Also, SOAP provides a full description of the required actions taken by a SOAP node on receiving a SOAP message [78].

At its core, a SOAP message has a very simple structure: an XML element with two children elements, one containing the header and the other the body. The header contents and body elements are also represented in XML.

SOAP messages can be transported over HTTP for the runtime invocation. The HTTP protocol plays the bridging role for interactions between computer systems.

WSDL provides a model and an XML format for describing Web services [79]. WSDL defines services as collections of network endpoints or ports. In WSDL, the abstract definition of endpoints and messages is separated from their concrete network deployments or data format bindings. This allows the reuse of abstract definitions of messages that describe the data being exchanged and port types that represent collections of operations. The concrete protocol and data format specifications for a particular port type constitute a binding. A port is defined by associating a network address with a binding. A collection of ports defines a service.

UDDI provides a mechanism for clients to find Web services [80]. Web services are meaningful only if potential users may find information sufficient to permit their execution. The focus of universal description discovery & integration is the definition of a set of services supporting the description and discovery of (1) businesses, organizations, and other Web services providers, (2) the Web services they make available, and (3) the technical interfaces which are used to access those services. Based on a common set of industry standards, including HTTP, XML, XML Schema, and SOAP, UDDI provides an interoperable, foundational infrastructure for a Web services-based software environment for both publicly available services and services only exposed internally within an organization.

A UDDI registry is similar to a CORBA trader and can be considered as a DNS service for business applications. A UDDI registry has two kinds of clients: businesses who want to publish a service description (and its usage interfaces) and clients who want to obtain services descriptions of a certain kind and bind the services programmatically (using SOAP).

The UDDI information contains four levels. The top level is the business entity that provides the general data about a company, such as its address, a short description, contact information, and other general identifiers. This kind of information can be seen as the white pages of UDDI. Associated with each business entity is a list of business services, including the description of each service and the categories of the service, for instance, purchasing, shipping, etc. This can be considered as the yellow pages of UDDI. Within a business service, one or more binding templates define
the green pages that provide more technical information about a Web service [18].

The rest of this paper is organized as follows. First, we compare briefly Web services with other distributed component models such as CORBA. Then, we discuss the current status of Web services, including problems and potential solutions. Finally, we identify some key strategic directions for further development.

2. Web services: a better rpc and distributed component model

Web services were designed to tackle the problem of integration of heterogeneous sources and make heterogeneous systems interoperable. Technologies such as CORBA, RPC, and EDI had the same objectives, but each having its own infrastructure. Therefore, solutions to the heterogeneous system integration problem with these technologies are very expensive.

One difficulty in using the distributed technologies such as CORBA is dealing with languages. CORBA’s solution to this problem is to move the language into the background through an Interface Definition Language (IDL) [81]. Although this is a good idea, the IDL language looks much like C++ and developers must also understand language bindings in order to use CORBA. If there was a way to replace IDL-like languages with higher-level specifications, surely the communication could be simplified using meaningful messages. Web services, defined as self-contained, self-describing modular applications that can be published, located, and invoked across the Web, have achieved this goal and can automatically get into the Web-wide scope, unlike CORBA that was primarily used in the enterprise-wide scope (at least initially).

Web services are a good choice for loosely coupled architectures [16]. The CORBA architecture was more suitable for intra-enterprise environments, while the technical features and choices of Web services make Web services more reusable and thus more appropriate for inter-enterprise and global environments.

We can thus explain the success of Web services by viewing them as a technology based on maximal decoupling (and thus maximal reusability) available over the existing economic infrastructure (the Internet). Their power is not so much in their technology (the idea of RPC is nothing new) but rather that they offer a Web-native XML-based solution [11], so we can rapidly design, implement, and deploy Web services on the Internet.

SOAP is a lightweight protocol intended for exchanging structured information in a decentralized, distributed environment. It has been designed to be independent of any particular programming model and other implementation specific semantics. Because it is based on the ubiquitous HTTP protocol in conjunction with XML as the message syntax, computer system boundaries are easy to overcome and the notion of the “better RPC” or even “better distributed component management technology” was born, leading to the wide awareness of Web services in the developer and researcher community. Because SOAP messages can be transported over HTTP for the runtime invocation, interaction between different applications becomes easier due to the HTTP protocol. If only packaged applications like the enterprise resource planning systems, such as Oracle or SAP, were to expose WSDL interfaces, then integrating them with Web services would be easy, fast, cheap and manageable (better along all possible dimensions). In such a scenario, Web services would be a “better enterprise application integration solution,” overcoming the current costly integration technology deployments.

On the other hand, we must look into the opposite side of the problem. The standard protocol that most services use currently is SOAP over HTTP, though this requirement is not necessary. Furthermore, SOAP alone can not address some crucial problems, such as reliability and security. All these deserve serious considerations in the research community. Currently, Web services activities include efforts to upgrade SOAP to provide better security and reliability.

3. Some problems of Web services and solutions

SOAP, WSDL, and UDDI are important technologies to enable Web services. However, to fully satisfy the requirements of business applications, the current technologies have shortcomings. In this section we discuss three major problems and research directions to upgrade the existing technologies.
3.1. Security problems and solutions

Let us use a simple travel scenario to illustrate the security problem of Web services. More than three pieces of the Web services framework are required to interact properly to complete the travel scenario. At the very least, we have to ensure that transactions like the electronic check-ins were conducted in a secure environment and that messages were reliably delivered to the destinations. Why must we build additional security when we have technologies such as secure multipurpose internet mail extensions (S-MIME), HTTP secure (HTTPS), and Kerberos available? The answer lies in the difference between end-to-end and single-hop usage. Business messages typically originate from one application and then is transferred to another one. Mechanisms such as secure sockets layer are great for securing (for confidentiality) a direct connection from one machine to another, but they are of no help if the message has to travel over more than one connection.

It is well known in the penetration testing community that attacks to modern systems are usually not at the network level but within the application protocols (e.g., HTTP in the case of Web systems). This means that the firewall will simply pass the attack traffic along with any legitimate HTTP requests as it looks for port 80 traffic only, and does not concern the malformed HTTP traffic or application-specific attacks (such as SQL injection). In many cases where SSL is used, the firewall cannot see into the traffic stream. In some respects, Web services have adopted the HTTP’s tunneling idea, by allowing all systems, both internal and external, to communicate on HTTP ports so flexibility is obtained. What is removed is the control the firewall may have, and ultimately the application servers are opened up to “application level” attacks.

A few standards have come out to alleviate the message security problem, including WS-security and various other initiatives (mostly from the major vendors and PKI suppliers) towards enabling digital signatures on XML messages and transactions. But the “application level” attacks were hardly concerned. These new standards are briefly below.

The XML signature specification [84] was a joint effort of W3C and IETF. It aims to provide data integrity and authentication (both message and signer authentication) features, wrapped in the XML format. W3C’s XML encryption specification [85] addresses the issue of data confidentiality using encryption techniques. Encrypted data is wrapped inside the XML tags defined by the XML encryption specification.

WS-security [86] from OASIS defines the mechanism to include integrity, confidentiality, and single message authentication features within a SOAP message. WS-security makes use of the XML signature and XML encryption specifications and defines how to include digital signatures, message digests, and encrypted data in a SOAP message.

Security Assertion Markup Language (SAML) [87] from OASIS provides a means for partner applications to share user authentication and authorization information. This is essentially the single sign-on (SSO) feature being offered by all major vendors in their e-commerce products. In the absence of any standard protocol on sharing authentication information, vendors normally use cookies in the HTTP communic-
With the advent of SAML, the same data can be wrapped in XML in a standard way, so that cookies are not needed and interoperable SSO can be achieved.

eXtensible Access Control Markup Language (XACML) [88] presented by OASIS allow you to express your authorization and access policies in XML. XACML defines a vocabulary to specify subjects, rights, objects, and conditions—the essential bits of all authorization policies in today’s e-commerce applications.

All standards mentioned above do not address the "application level" attacks [56,68,70,75]. Provided some more detailed descriptions of Web services security. Generally speaking, "application level" attacks were not concerned enough by current standards and researches.

3.2. Composition problems and solutions

Complex business interactions require support for higher levels of business functionality. Business interactions are typically long execution processes and involve multiple interactions between partners. To deploy and effectively use these types of services, we must be able to represent business processes and states of services and to create service compositions (complex aggregations) in a standardized and systematic fashion. Several proposals for accomplishing this task exist; see, for example, Web Services Flow Language [82], XLANG [72], and BPEL4WS [83].

The industry has used a number of terms to describe how components can be connected together to build complex business processes. Workflow and document management systems have existed as a means to handle the routing of work between various resources in an IT organization. These resources might include people, systems, or applications, and typically involve some human intervention. Business process management systems (BPMS) have also been used to enable a business to build a top-down process design model, consisting of various integration activities (e.g., integration to a legacy system). BPMS systems [49,50] would typically cover the full lifecycle of a business process, including modeling, executing, monitoring, management, and optimization tasks. With the introduction of Web services, terms such as "Web services composition" and "Web services flow" were used to describe the composition of Web services in a process flow. More recently, the terms orchestration and choreography have been used to describe this too. Orchestration describes how Web services can interact with each other at the message level, including business logic and execution order of the interactions. These interactions may span applications and/or organizations, and result in a long-lived, transactional, multi-step process model.

3.2.1. Early work

Early work in Web services composition included eC6, WSCL (Web Services Conversation Language), XLANG, and Web Services Flow Language (WSFL). CommerceNet initially created the eC6 framework [90] to demonstrate the value of integrating e-commerce services, with a focus on the document exchanges required for B2B integration. The specification had a vague notion of orchestration, showing how a process can be built from Web services.

The Web Services Conversation Language outlined a simple conversation language standard [89], focusing on modeling the sequence of interactions between Web services. This was somewhat analogous to Web services choreography.

Microsoft initially developed the XLANG specification for the Microsoft BizTalk Server. XLANG was focused on the creation of business processes and the interactions between Web service providers. The specification provided support for sequential, parallel, and conditional process control flows. It also included a robust exception handling facility, with support for long-running transactions through compensation. XLANG used WSDL as a means to describe the service interface of a process.

The Web Services Flow Language was an IBM proposal to describe both public and private process flows. WSFL defines a specific order of activities and data exchanges for a particular process. It defines both the execution sequence and the mapping of each step in the flow to specific operations, referred to as flow models and global models. The flow model represents the series of activities in the process, while the global model binds each activity to a specific Web service instance. A WSFL definition can also be exposed with a WSDL interface, allowing for recursive decompositions. WSFL supports the handling of exceptions but has no direct support for transactions.
3.2.2. BPEL4WS
The Web services workflow specifications outlined by XLANG and WSFL have recently been superseded by a new specification from IBM, Microsoft and BEA, called Business Process Execution Language for Web Services (BPEL4WS). BPEL4WS is a specification that models the behavior of Web services in a business process interaction [76]. The specification provides an XML-based grammar for describing the control logic required to coordinate Web services participating in a process flow. This grammar can then be interpreted and executed by an orchestration engine, which is controlled by one of the participating parties. The engine coordinates the various activities in the process, and compensates for the system when errors occur.

BPEL4WS is essentially a layer on top of WSDL, with WSDL defining the specific operations and BPEL4WS defining how the operations can be sequenced.

BPEL4WS provides support for both executable and abstract business processes. An executable process models the behavior of participants in a specific business interaction, essentially modeling a private workflow. Abstract processes, modeled as business protocols in BPEL4WS, specify the public message exchanges between parties. Business protocols are not executable and do not convey the internal details of a process flow. Essentially, executable processes provide the orchestration support described earlier while the business protocols focus more on the choreography of the services.

3.2.3. WSCI
The Web Services Choreography Interface (WSCI) is a specification from Sun, SAP, BEA, and Intalio that defines an XML-based language for Web services collaborations [8]. It defines the overall choreography describing the messages between Web services that participate in a collaborative exchange. The specification supports message correlation, sequencing rules, exception handling, transactions, and dynamic collaboration.

A key aspect of WSCI is that it only describes the observable or visible behavior between Web services. WSCI does not give the definition of executable business processes as defined by BPEL4WS. Furthermore, a single WSCI document only describes one partner’s participation in a message exchange. In WSCI, there is no single controlling process managing the interaction.

WSCI can also be viewed as a layer on top of the existing Web services stack. Each action in WSCI represents a unit of work, which would typically map to a specific WSDL operation. WSCI can be considered as the glue around WSDL, describing how the operations can be choreographed. In other words, WSDL can be used to describe the entry points for each service available and WSCI describes the interactions among these WSDL operations. This is very similar to how BPEL4WS leverages WSDL.

3.2.4. BPML
The Business Process Management Language (BPML) is a meta-language for describing business processes [91]. Business Process Management Initiative, an independent organization chartered by Intalio, Sterling Commerce, Sun, CSC, and others, developed the specification. BPML was initially designed to support business processes that could be executed by a BPMS system. However, the first draft of BPML also incorporated the WSCI protocol. WSCI could be used to describe the public interactions and choreographies and the private implementations could be developed with BPML. Both BPML and WSCI share the same underlying process execution model and similar syntaxes. The specification can also be loosely compared to BPEL4WS; providing similar process flow constructs and activities. Basic activities for sending, receiving, and invoking services are available, along with structured activities that handle conditional choices, sequential and parallel activities, joins, and looping. BPML also supports the scheduling of tasks at specific times.

3.2.5. A brief analysis of emerging standards in Web services composition
We have presented an overview of the emerging standards [74] in the Web services composition arena in this subsection. Each standard has taken a different approach to composition. BPEL4WS primarily focuses on the creation of executable business processes, while WSCI is concerned with the public message exchanges between Web services. WSCI takes a collaborative and choreographed approach, requiring each participant in the message exchange to define a WSCI interface. BPEL4WS takes an “inside-out” perspective, de-
scribing an executable process from the perspective of one of the partners. BPML has some complimentary components to BPEL4WS, both providing capabilities to define a business process. WSCI is now considered as a part of BPML, with WSCI defining the interactions between the services and BPML defining the business processes behind each service.

BPEL4WS has recently been submitted to OASIS (OASIS is a nonprofit, global consortium that drives the development, convergence and adoption of e-business standards, see http://www.oasis-open.org/home/index.php) and is emerging as the dominant orchestration standard.

3.2.6. A brief overview of research work in Web services' composition

Besides above efforts to constitute Web services composition standards, many researches have been carried out in Web services’ composition. Narayanan and McIlraith [57] proposed an approach to automated compositions of Web services. They took as the starting point the DAML-S DAML + OIL ontology for describing the capabilities of Web services. They defined the semantics for a relevant subset of DAML-S in terms of a first-order predicate language. With the semantics in hand, they encoded their service descriptions in a Petri Net formalism and defined decision procedures for Web services simulation, verification, and composition.

Florescu et al. [26] presented an XML programming language XL specially designed for the implementation of Web services. XL is portable and fully compliant with W3C standards such as XQuery, XML Protocol, and XML Schema. One of the key features of XL is that it allows programmers to concentrate on the logic of their applications. XL provides high-level and declarative constructs for actions, which are typically carried out in the implementation of a Web service.

Su et al. [71] introduced a framework for modeling and specifying the global behavior of e-service compositions. This paper proposed conversation specifications as a formalism to define the conversations allowed by an e-service composition. By understanding properties of these conversations, this study proposed a new approach to the design and analysis of “well-formed” e-service compositions.

Zeng et al. [77] provided a model of Quality Driven Web Services Composition. In this approach, individual Web services are federated into composite Web services whose business logic is expressed as a process model. Usually, several component services are able to execute a given task. In this paper, they advocated that the selection of component services should be carried out during the execution of a composite service, rather than at design-time. Accordingly, the paper proposed a global planning approach to optimally selecting component services during the execution of a composite service. Service selection was formulated as an optimization problem, which could be solved using efficient linear programming methods.

Interested readers can refer to [48,57,63,67] for more details.

3.3. Semantic problems and solutions from semantic Web

The current Web services technology basically provides a syntactical solution and still lacks the semantic part. A Web service is described in WSDL, outlining what input the service expects and what output it returns. To exploit their potentials (beyond the enterprise application integration), Web services must be able to orchestrate themselves into more complex services. Thus, we need methods to combine individual Web services into a distributed, higher-level service. The Web Service Flow Language (WSFL), which can express the sequencing of individual services, is taking the first steps. WSFL lets the user decide which Web services to combine and in what order. However, we still need a framework that semantically describes services so that software agents can locate, identify, and combine these services.

Many researchers believe that the Semantic Web vision of the next-generation Web, that enables computers unambiguously interpreting the Web content, addresses precisely this problem [33,39,54]. The Semantic Web project is Tim Berners-Lee’s brainchild, seeking to create a machine processable Web. Semantic Web has advocates predominantly from the more research-oriented members of the Web community. Due to commercial interests, industrial player, including Microsoft, IBM, and BEA, on the other hand, have largely driven the development of Web Services.

In his opening keynote at the Twelfth International World Wide Web conference, the director of the World Wide Web Consortium explained how to make the two
main thrusts of the development of the Web not com-
pete, but work together. Berners-Lee claimed that Web
Services meet immediate technology needs, while the
Semantic Web has the potential for future exponential
growth. There are many ways in which the two areas
could interact in the future, and the W3C does not in-
tend to limit their work to one area or the other.
Current Web services standards, such as SOAP,
WSDL, XLANG, WSFL, BPFL, WSCI, and
BPML, all describe Web service content in terms of
XML syntax. Unfortunately, XML alone lacks both a
well defined semantics and sufficient expressive power
to realize the vision of diverse Web services having
wide-scale interoperability. Seamless interoperability
between services that have not been pre-designed to
work together requires programs to describe their own
capabilities and understand other services’ capabili-
ties. To realize this vision, Web content, particularly
Web service content and capabilities, may need to
be described in a language that goes beyond XML.
This problem is well addressed in the Semantic Web
vision of the next-generation Web.

3.3.1. Semantic Web
The Semantic Web is not a separate Web but an
extension to the current one, in which information is
given well defined meaning, enabling computers and
people to work in cooperation [12].
A key element to realizing the Semantic Web is de-
veloping a suitably rich language for encoding and de-
scribing the Web content. Such a language must have
a well defined semantics, be sufficiently expressive
to describe the complex interrelationships and con-
straints between the Web objects, and be amenable to
automated manipulation and reasoning with ac-
ceptable limits on time and resource requirements.
RDF [92], RDF Schema [93], DAML + OIL [94], and
OWL [95] are relevant languages.
Resource Description Framework (RDF) is a
foundation for processing metadata and provides
interoperability between applications that exchange
machine-understandable information on the Web.
DAML + OIL is a semantic markup language for
Web resources. It builds on top of earlier languages
such as RDF and RDF Schema, and extends these
languages with richer modeling primitives. OWL is a
Web Ontology Language and can be used to explic-
itly represent the meaning of terms in vocabularies
and the relationships between those terms. OWL has
more expressive power of semantics than XML, RDF,
and RDF-S, and thus goes beyond these languages in
its ability to represent machine readable content on
the Web. It is a revision of the DAML + OIL Web
ontology language incorporating lessons learned from
the design and application of DAML + OIL [10].

More detailed descriptions of Semantic Web are
given in [2,3,13,19,23,35-37,41,43,44,46,47,58,60].

3.3.2. Semantic Web services
The Web services standards described above allow
parties to easily exchange information in a standard-
ized manner. These standards solve many problems on
the technical level but the semantics of Web services
and they do not address Web services descriptions as a
whole. The Semantic Web services address this prob-
lem.
The Semantic Web services is to describe Web
services’ capabilities and content in a computer-
interpretable language and improve the quality of
existing tasks, including Web services discovery,
invocation, composition, monitoring, and recovery.
In [20,25,54,61], authors discussed two major on-
going efforts to advance the World Wide Web. One is
the Semantic Web research and the other is the Web
services research. Both activities aim to make content
on the Web accessible and usable not only for humans
but also for computers. They considered that these two
efforts are complementary and the ultimate goal is a
unification of the two.
Authors of [44,59,53] presented some approaches
to services discovery. Klein and Bernstein [44] pro-
posed an ontology-based approach that employed the
characteristics of one process taxonomy to increase the
recall without sacrificing precision and computational
complexity of the service retrieval process. Paolucci
et al. [59] adopted DAML-S [4] as the service descrip-
tion language, and then discussed a matching algo-
nithm between advertisements and requests described
in DAML-S that recognizes various degrees of match-
ing.
Mandell et al. [53] used a bottom-up approach to
integrating the Semantic Web technology into Web
services.
Initial attempts have already been made to apply the
semantic Web services technology to a few applica-
tions [7,34,51].
A key element of semantic Web services is the creation of a description language. DAML-S, an ontology created by DAML-S Coalition (see http://www.daml.org/services/members.html) with support from DARPA, is such a description language. Ankolekar et al. [5] described the general structure of the ontology. The service profile provides advertisement of a service, and the service model provides enough information for an agent to make use of the service.

Comprehensive discussions on DAML-S can be found from [1,6,9,14,15,17,32,45,48,55,63,64,67].

4. Towards Grid services

Complex applications of Web services need a powerful computing infrastructure to support. The Grid computing provides such an infrastructure. The Open Grid Services Architecture (OGSA) [27] represents an evolution towards a Grid system architecture based on Web services concepts and technologies.

The OGSA integrates key Grid technologies [28–30] with Web services mechanisms to create a distributed system framework based on the Open Grid Services Infrastructure (OGSI) [73]. A Grid service instance is a service that conforms to a set of conventions, expressed as Web Service Definition Language (WSDL) interfaces, extensions, and behaviors, for such purposes as lifetime management, discovery of characteristics, and notification. Grid services provide for the controlled management of the distributed and often long-lived services that is commonly required in sophisticated distributed applications. OGSI also introduces the standard factory and registration interfaces for creating and discovering Grid services.

Grid service instances are made accessible to (potentially remote) client applications through the use of a Grid Service Handle (GSH) and a Grid Service Reference (GSR) [27,31]. A Grid Service Handle can be considered as a permanent network pointer to a particular Grid service instance. The GSH does not provide sufficient information to allow a client to access the service instance. The client needs to “resolve” a GSH into a Grid Service Reference. The GSR contains all the necessary information to access the service instance. A client application can use a Grid Service Reference to send requests directly to the specific instance at the specified network-attached service endpoint identified by the Grid Service Reference. OGSI provides a mechanism, the HandleResolver (see [73]) to support the client resolution of a Grid Service Handle into a Grid Service Reference. Besides, OGSI does not dictate the particular service provider-side implementation architecture.

Another important issue is how OGSI interfaces are likely to be invoked from client applications. OGSI exploits an important component of the Web services framework: the use of WSDL to describe multiple protocol bindings, encoding styles, messaging styles, and so on for a given Web service.

Recently, Grid services have been included in many international conferences such as SC2002 (the international conference for high performance computing and communications), Grid2002 etc.

Another interesting issue is semantic Grid services [21]. The state of play of the Grid today is reminiscent of the Web some years ago: there is limited deployment, largely driven by enthusiasts in the scientific community, with emerging standards and a degree of commercial uptake. The same might also be said of the Semantic Web. Meanwhile, the Web has seen a shift from machine-to-human communications (HTML) to machine-to-machine (XML). This is precisely the infrastructure needed for the Grid. It is appealing to infer from these similarities that Grid deployment will follow the same exponential model as the Web growth.

The visions of the Grid and the semantic Web have much in common but can perhaps be distinguished by a difference of emphasis. The Grid is traditionally focused on high performance computing, while the ambitions of the Semantic Web take it towards inference, proof and trust. The Grid we are now building is heading towards what we term the Semantic Grid: as the Semantic Web is to the Web, and the Semantic Grid to the Grid.

5. Conclusion

In this paper, we have presented Web services, an emerging technology for the Web. Three aspects of Web services were presented: the service security, the service composition, and the service semantics. They are critical to the successful deployment of Web services. Finally, we give a view of Grid services. We
believe that the weaving of Semantic Web and Grid services will become an important technical trend.
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